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Abstract 

Nowadays, smartphones are used for various activities, including checking emails, paying bills, and playing games, which 

have become essential parts of daily life. Also, IoT devices can be managed and controlled using applications. While 

applications can provide numerous benefits, they have also led to several security risks, such as theft of data, 

eavesdropping, compromised data, and denial-of-service attacks. This study examines security breaches, attacks targeting 

Android system applications, and vulnerabilities present at every layer of the Android architecture. Additionally, the study 

aims to compare and evaluate various treatment methods to identify their advantages and disadvantages. Furthermore, the 

study aims to examine Android's architecture for weaknesses that might lead to app vulnerabilities and potential attacks. 

To achieve the objectives of this study, a comprehensive analysis of security breaches and attacks targeting Android system 

applications will be conducted. Various treatment methods will be compared and evaluated through rigorous examination. 

Additionally, Android's architecture will be thoroughly examined to identify potential weaknesses and vulnerabilities. The 

analysis will focus on identifying the security risks associated with the use of applications on smartphones and IoT devices. 

The vulnerabilities present at every layer of the Android architecture will also be analyzed. Furthermore, the advantages 

and disadvantages of various treatment methods will be assessed. The findings of this study will reveal the various security 

risks, vulnerabilities, and potential weaknesses present in Android system applications and the Android architecture. The 

advantages and disadvantages of different treatment methods will also be highlighted. This study contributes to the 

development of more precise and robust security measures for Android, aiming to mitigate security breaches, attacks, and 

vulnerabilities. By identifying weaknesses and vulnerabilities, this study provides valuable insights for improving the 

overall security of Android system applications. 

Keywords: DoS; Android; Internet of Things; IoT; Security; Attacks; Detection. 

 

1. Introduction 

In the era of digitalization, mobile operating systems have become an integral part of our daily lives. Among them, 

Android and iOS are the most prevalent, with Android holding a global market share of over 71.74% as of January 2023 

[1, 2]. App stores such as Apple's App Store and Google's Play Store have released a total of 4.76 million apps. Each 
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month, more than 70,000 new Android apps are launched on the Google Play Store, while more than 32,000 new iOS 

apps are launched on the Apple App Store. The Android mobile operating system is based on Linux, and its source code 

is available under the Apache License. A license fee is not required for developers to use the Android Software 

Development Kit, and developers can collaborate with the Android community to incorporate new releases into their 

apps [3]. The dominance of Android can be attributed to its open-source nature, which allows developers and 

manufacturers to adapt their designs to meet their needs, leading to faster application development. However, this 

flexibility also introduces a wide range of security vulnerabilities, which have become a significant concern in the digital 

world [4, 5].  

The Android operating system, being based on Linux, is susceptible to a variety of security vulnerabilities. These 

vulnerabilities can be found in various layers of the system, including the Linux kernel, applications, and framework [3]. 

They can arise from coding errors, design flaws, or malicious intent [6-8]. Hackers can exploit these vulnerabilities to 

launch attacks such as code injection, denial-of-service attacks, collusion, and unauthorized access [4, 9]. Despite the 

multi-layered security architecture of Android, vulnerabilities can still arise at various levels, leading to several security 

risks [10, 11].  

In benign applications, or in other applications for that matter, vulnerabilities may also occur because of unexpected 

design flaws or coding errors. As a result of these flaws, the Android operating system can be compromised by attackers. 

Several security risks are associated with Android phones, including DoS attacks, collusion, malicious code injection, 

permission escalation, and unauthorized access to applications [12, 13]. 

Android devices play a significant role in the Internet of Things (IoT) ecosystem, connecting IoT devices to the 

Internet. However, the security vulnerabilities of both Android and IoT devices can compromise the effectiveness of 

security measures [14, 15]. Google's attempt to create a modified version of Android, called Android Things, specifically 

for building IoT-enabled systems, faced significant security challenges and was eventually withdrawn due to these 

concerns [16].  

While there is extensive literature on the security vulnerabilities of Android and the various attacks that can be 

launched against it, there is a lack of comprehensive studies that analyze these vulnerabilities across all layers of the 

Android architecture. Furthermore, there is a need for more research on the effectiveness of different detection 

methods for these attacks and their strengths and weaknesses. Eventually, Android began to replace traditional PCs 

for certain tasks as it developed into a more comprehensive operating system. While Android was able to connect with 

peripherals, it could not connect with a wide range of PCs. In its original form, Android Things was intended to 

connect smartphones to a variety of electronic devices running Android OS and to make smartphones compatible with 

various electronic devices. As a result of security concerns, Google has since withdrawn from Android Things. The 

Android Things operating system was designed to be secure, but it faced significant security challenges because it was 

directly connected to the Google Cloud Platform through the Weave protocol, despite being the first significant IoT 

platform to incorporate Google's Brillo. In addition, Google had partnerships with Intel and NXP, and they 

collaborated with other chip makers to enhance security, but these measures weren't enough to address all the security 

concerns. Since most people are not familiar with the complexities of operating system security, Android Things had 

a hard time communicating its security features to potential customers. In addition, Android Things' cost was a 

significant consideration. Intel Edison was the only development board that was supported when Android Things was 

launched, and it cost $80. Depending on the requirements of the project, development costs may be substantial. 

Consequently, we will focus on Android security [17]. 

This study aims to fill these gaps in the literature by answering the following questions:  

• Which of the Android architecture weaknesses results in increased vulnerabilities?  

• What types of attacks can be made against the Android platform?  

• What techniques are used to identify and detect these attacks?  

• Which approach to detecting abnormal behaviour on Android devices is better than those described in existing 

literature?  

By providing an overview of the various attacks that can target the Android architecture, discussing the detection 

methods for these attacks, analysing their strengths and weaknesses, and proposing future research, this study aims to 

contribute to the ongoing efforts to enhance the security of the Android platform.  

This paper is structured as follows. An overview of the various attacks that can target the Android architecture is 

provided in section 2. In section 3, we discuss the detection methods for these attacks, analysing their strengths and 

weaknesses and providing an overview of the various approaches available. An analysis of existing detection methods 

is presented in Section 4 followed by a proposal for future research in Section 5.   
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2. Literature Review 

2.1. Search Strategy   

To gather necessary resources related to proposed detection methods of security vulnerabilities of Android, we use 

Google Scholar and ScienceDirect databases to search for relevant articles by applying the following search syntax:  

(“Android” + “DoS” + “vulnerabilities” + “security” + “attacks”) 

The results were sorted by relevance, which is limited to 2023-2024 and English papers. The first 100 articles in 

Google Scholar results were included, and in ScienceDirect results, 131 articles were included. Firstly, we excluded 

papers that are considered review articles, including comprehensive reviews, surveys, study cases, and systematic 

reviews. In addition, we considered only indexed Scopus journals, which yielded excluded conference papers, book 

chapters, doctoral dissertations, and preprint papers. Duplicated articles were removed, too. Totally 58 articles were 

screened carefully by examining the abstract to identify articles that contained information relevant to the scope of the 

study. The papers that met the following two criteria were included: (1) focus on the security of Android and (2) propose 

a detection method. In the end, we identify 14 high-quality research studies as tabulated in Table 1. The process is 

illustrated in Figure 1. 

 

Figure 1. PRISMA 2020 flow diagram of the screening and selection procedure 

The rapid advancement of technology has brought about significant changes in various sectors, including 

communication, healthcare, and software development. However, these advancements have also introduced new security 

challenges. This literature review will focus on recent research in the field of cybersecurity, specifically in areas such as 

machine learning-based security attack detection, security of inter-app communications, vulnerabilities in Wi-Fi 

networks, log collection and security analysis in healthcare, attack detection in Android devices, detection of DDoS 

attacks, security of containers, secure cloud-based mobile apps, operating system vulnerabilities, activity hijacking in 

Android, and threat detection in smart cyber-physical systems.  

Rani et al. [18] introduced a Deep Hierarchical Machine Learning Model (DHMLM) designed to identify multiple 

security attacks within Device-to-Device (D2D) communication networks, particularly focusing on the challenges posed 

by 5G/6G technologies. The model aims to address the limitations of traditional Intrusion Detection Systems (IDSs) by 

offering a hierarchical structure that enhances accuracy, reduces training time, and can identify unknown (Zero-day) 
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attacks. The DHMLM demonstrated superior performance in terms of accuracy, training time, and the ability to identify 

unknown attacks compared to traditional DNN, RNN, and LSTM approaches. A tool named RONIN was introduced by 

Romdhana et al. [19] to evaluate the security of Inter-App Communications (ICC) in Android applications. RONIN 

employs a combination of static analysis, Deep Reinforcement Learning-based dynamic analysis, and software 

instrumentation to generate exploits for a subset of Android ICC vulnerabilities. The results demonstrated that RONIN 

surpasses state-of-the-art tools in terms of the number of exploited vulnerabilities. A study conducted in two different 

universities in Italy evaluated the vulnerabilities in users' configurations that could potentially lead to credential theft 

[20]. The study revealed that Android devices, in comparison to iOS, provide users with more configuration freedom, 

making them more susceptible to potential attacks. The authors propose several solutions to address these security 

vulnerabilities, including the development of a new Extensible Authentication Protocol (EAP) method that does not rely 

on user passwords, thereby reducing the risk of credential theft. Chidroid (A Mobile Android Application) [21], a novel 

tool that retrieves, collects, and distributes logs from smart healthcare devices, was introduced. It facilitates the creation 

of datasets by transforming non-structured data into semi-structured or structured data, which can then be utilized for 

machine learning and deep learning applications. The application is designed to minimize the impact on system resources 

and battery consumption. A supervised learning technique was presented that shows promising results in Android 

malware detection [22]. The approach involves creating a comprehensive labeled dataset of over 18,000 samples, 

classified into five categories: Adware, Banking, SMS, Riskware, and Benign applications. The model's effectiveness is 

validated using well-established datasets such as CICMalDroid2020, CICMalDroid2017, and CICAndMal2017. 

In Rani et al. [23], the primary goal of the research is to identify and mitigate DDoS and Denial-of-Service (DoS) 

attacks in D2D communication networks. The researchers created a real-world scenario to simulate Slowloris attacks in 

a D2D communication network, generating a D2D Network-specific Slowloris dataset. This dataset, along with the 

CICDDoS2019 dataset, was used to train various Machine Learning (ML) models. The results showed that the Random 

Forest model provided the best detection. The security of containers in application deployment is a critical concern. 

Wong et al. [24] used the STRIDE framework for threat modeling and discussed attack analysis and mitigation strategies. 

The study identified threats such as credential theft, source code tampering, and unauthorized access to host resources. 

It also reviewed existing mitigation strategies and their limitations, suggesting future research directions. A 

comprehensive study presented an exhaustive taxonomy of attacks targeting the cloud and mobile ecosystem [25]. The 

study identified a significant gap in the current approach to software development for cloud and mobile applications. It 

recommended the adoption of security by design principles and the development of specific frameworks and tools for 

incorporating security features. An in-depth analysis of vulnerabilities in various operating systems was provided [26]. 

The study revealed that popular operating systems such as Debian Linux, Android, Windows, and Fedora are highly 

susceptible to vulnerabilities. The paper concluded by recommending that OS vendors focus on addressing these 

common weaknesses and advised end-users to stay informed about the latest trends, severity levels, and types of 

vulnerabilities. 

A study addressed the problem of activity hijacking in Android and introduced "VenomAttack," an automated and 

adaptive activity hijacking attack [27]. The paper presented a novel and robust method for conducting activity-hijacking 

attacks on Android, overcoming the limitations of previous attacks. A novel model designed to protect smart home 

systems from cyber threats was presented [28]. The model was trained on the IoT Research and Innovation Lab - Smart 

Home System (IRIL-SHS) testbed dataset. The study concluded that the proposed context-aware threat detection model 

performs well for smart homes and small offices. 

A study introduced a new concept of a Cyber Kill Chain (KC) for IoT devices, known as PETIoT. PETIoT is a novel 

KC designed to guide penetration testers during Vulnerability Assessment and Penetration Testing (VAPT) sessions 

over IoT devices [29]. The authors applied PETIoT to a popular IoT device, the TAPO C200 IP camera by TP-Link, to 

demonstrate its effectiveness. A paper explored the use of AI-based cyber threat detection to safeguard modern digital 

ecosystems [30]. It evaluated the effectiveness of ML-based classifiers for anomaly-based malware detection and 

network intrusion detection. The paper suggested that future research should focus on improving the state-of-the-art 

threat and anomaly detection accuracy to increase the resilience of AI-based defense systems. A research paper discussed 

the application of Internet of Things (IoT)-based wearable devices for secure lightweight payments in financial 

technology (FinTech) applications [31]. The authors proposed a novel framework that employs a three-factor 

authentication system, including biometrics, to ensure secure transactions. 

The authors concluded that their proposed framework is secure and efficient for all types of remote and proximity 

payments using wearable devices. In conclusion, the literature reveals a broad range of cybersecurity threats and 

vulnerabilities across various domains, including containers, cloud-based mobile apps, operating systems, Android 

activity hijacking, cyber-physical systems, Wi-Fi enterprise networks, IoT devices, and FinTech applications. The 

studies also propose various mitigation strategies and future research directions to enhance cybersecurity. Table 1 

summarizes the main focus and the key findings or recommendations from each research article: 
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Table 1. Main findings in recommended papers using Prisma 

Title Main Focus Key Findings/Recommendations 

A Novel Deep Hierarchical Machine Learning Approach 

for Identification of Known and Unknown Multiple 

Security Attacks in a D2D Communications Network [18]. 

offering a hierarchical structure that 

enhances accuracy, reduces training time, 

and can identify unknown (Zero-day) 

attacks 

Proposed Deep Hierarchical Machine Learning Model (DHMLM) 

designed to identify multiple security attacks within Device-to-Device 

(D2D) communication networks, particularly focusing on the challenges 

posed by 5G/6G technologies 

Assessing the security of inter-app communications in 

android through reinforcement learning [19]. 

evaluate the security of Inter-App 

Communications (ICC) in Android 

applications 

Proposed RONIN, a tool designed to evaluate the security of Inter-App 

Communications (ICC) in Android applications 

Chidroid: A Mobile Android Application for Log 

Collection and Security Analysis in Healthcare and IoMT 

[21]. 

application developed for log collection 

and security analysis in the healthcare 

sector 

It facilitates the creation of datasets by transforming non-structured data 

into semi-structured or structured data, which can then be utilized for 

machine learning and deep learning applications 

Deep Learning-Based Attack Detection and Classification 

in Android Devices [22] 

threat of Android malware and the need 

for robust and efficient solutions for 

malware detection and classification 

present a supervised learning technique that shows promising results in 

Android malware detection. also developed an Android application that 

facilitates queries and investigations into the previously studied threats 

On the Security of Containers: Threat Modeling, Attack 

Analysis, and Mitigation Strategies [24]. 

Security of containers in application 

deployment 

Identified threats include credential theft, source code tampering, and 

unauthorized access to host resources. Suggested future research 

directions. 

Secure cloud-based mobile apps: attack taxonomy, 

requirements, mechanisms, tests and automation [25]. 
Security of cloud-based mobile apps 

Identified a significant gap in the current approach to software 

development for cloud and mobile applications. Recommended the 

adoption of security by design principles. 

Unveiling the Landscape of Operating System 

Vulnerabilities [26]. 

Vulnerabilities in various operating 

systems 

Revealed that popular operating systems are highly susceptible to 

vulnerabilities. Recommended that OS vendors focus on addressing 

these common weaknesses. 

VenomAttack: Automated and Adaptive Activity 

Hijacking in Android [27]. 
Activity hijacking in Android 

Introduced 'VenomAttack,' a novel method for conducting activity 

hijacking attacks on Android. 

An intelligent context-aware threat detection and response 

model for smart cyber-physical systems [28]. 

Threat detection for smart cyber-physical 

systems 

Proposed a novel model for protecting smart home systems from cyber 

threats. The model performed well for smart homes and small offices. 

Attacks and vulnerabilities of Wi-Fi Enterprise networks: 

User security awareness assessment through credential 

stealing attack experiments [20]. 

Security vulnerabilities in Wi-Fi 

Enterprise networks 

Identified vulnerabilities in users' configurations that could potentially 

lead to credential theft. Suggested designing a new EAP method that 

does not rely on user passwords. 

PETIoT- PEnetration Testing the Internet of Things [29]. Penetration testing for IoT devices 
Introduced a new concept of a Cyber Kill Chain for IoT devices, known 

as PETIoT. Demonstrated its effectiveness on a popular IoT device. 

Securing the digital world: Protecting smart infrastructures 

and digital industries with artificial intelligence (AI)-

enabled malware and intrusion detection [30]. 

AI-based cyber threat detection 

Explored the use of AI-based cyber threat detection. Suggested that 

future research should focus on improving threat and anomaly detection 

accuracy. 

The use of IoT-based wearable devices to ensure secure 

lightweight payments in FinTech applications [31]. 

Secure payments in FinTech applications 

using IoT-based wearable devices 

Proposed a novel framework for secure transactions using IoT-based 

wearable devices. The framework was found to be secure and efficient 

for all types of payments. 

3. Research Methodology  

The research questions are answered based on the subsections in the paper which are illustrated in Figure 2. 

 

Figure 2. Research methodology sections 
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3.1. Types of Attacks Against Android Systems 

In October 2003, Rich Miner, Nick Sears, Andy Rubin, and Chris White founded Android in Palo Alto, California 

[32]. The project's main objective was to create mobile devices with a high degree of intelligence that could understand 

the preferences and locations of users. The company's primary motivation during this early stage was to create an 

advanced operating system incorporating features like digital cameras. As early as the second quarter of 2004, the 

company had begun to look for investors [33]. As shown in Figure 3, Android OS consists of four main components that 

are distributed across five layers. Linux kernels, libraries, application frameworks, and applications are among these 

components [34, 35]. 

 

Figure 3. Android layers with attacks and detection methods 

3.1.1. Linux Layer 

At the bottom of the Android architecture is a layer called the Linux kernel, which plays an important role. This layer 

provides an abstraction layer between hardware and software and is considered the heart of the Android system. It 

consists of 115 patches. The Linux kernel also includes hardware drivers such as the display and keypad, as well as 

device drivers and networking software. The Linux kernel layer manages core system services, including process 

management, inter-process communication, and physical resource access [36].  

At this layer, all Android applications run within a Linux process. A specific Linux user is assigned to each Android 

application. In this way, Linux's standard access control infrastructure isolates and controls the applications. Through 

system calls, drivers can access physical resources. System calls are not directly invoked by applications. Instead, the 

higher-layer services that invoke system calls and claim the necessary services for applications, such as the libraries 

layer [37]. Different activities and functions are overseen by the kernel in the Android system. Monitoring the Android 

runtime environment is the responsibility of the Linux kernel. There are, however, vulnerabilities in the kernel and its 

sections, such as device drivers, runtime environment, and memory, that can be exploited by intruders. Android systems 

implement a variety of security measures, including secure Inter-Process Communication (IPC), cryptography, an 

encrypted file system, and the Android Sandbox. 

There are several ways to attack this layer, such as targeting a device driver, a boot loader, a memory, or gaining root 

privileges. This layer can be exploited to gain unauthorized access to the kernel and execute malicious code that reads 

and writes unauthorized data [38]. These vulnerabilities can be exploited by attackers to execute malicious code. It is 

also possible for malware to silently infiltrate mobile devices and leak information to the file system and other 

functionalities, using system resources without the kernel's help [39]. 

3.1.2. Libraries Layer 

In this layer, there are two main modules: 

• The first module includes Native C++ libraries, including Webkit, OpenGL, and SSL/TLS, that offer essential 

advantages to applications. Android system components such as the hardware abstraction layer and Android 
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Runtime (ART) are written in native code. C or C++ programming languages are typically used to write native 

libraries for this code. A framework for interacting with the Android system is provided by the Android platform 

[36]. 

• Android Runtime (ART) is the second module in this layer, which is a modified Java Virtual Machine (JVM) that 

runs Android applications that are not natively written. A byte code format designed specifically for Android 

systems reduces memory consumption. In addition, it contains several virtual machines that are low-memory 

consuming and can run DEX files. Android's Dalvik Virtual Machine (DVM) is one example of a JVM that is 

specifically designed for mobile devices. As a result, the device can run multiple instances efficiently, enhance 

stability, and reduce memory overhead [40]. 

There is a difference between DVM and JVM [4]. JVM runs Java applications, but Dalvik was specifically designed 

to optimize the performance of Java apps on devices with limited resources (e.g., low computational power, short battery 

life, and low memory) [41]. Using DVM, multiple instances can run simultaneously and a variety of features such as 

memory management, isolation, and threading are available [42]. A separate process in each virtual machine is also 

provided by DVM as part of its separation feature. Consequently, it does not rely on any other application, so if it crashes, 

it will not affect other applications. One of the most advanced forms of disruptive attacks is a runtime attack. In order to 

protect safeguarded assets, conventional security technologies that rely on creating a barrier around safeguarded assets 

and identifying malicious activity are insufficient [43]. IoT devices with a connection to Android smartphones can 

rapidly become infected with malware that operates on them. Malicious applications can also gain access to other 

Internet-connected devices that form part of the Internet of Things [44]. Before the application's runtime, Ahead of Time 

(AOT) performs extensive bytecode translation in conjunction with ART. Debugging benefits are introduced as well as 

enhanced garbage collection as a result of this process [45]. 

3.1.3. Application Framework Layer 

Developers can use this layer to integrate various services into their Android applications. There are nine services; 

firstly, a view system, which offers a comprehensive set of views for creating visually appealing user interfaces for 

applications. Providers of content facilitate the exchange of data between applications. Resource managers grant 

permissions to secondary assets such as layouts, strings, and graphics. Resource managers grant permissions to secondary 

assets such as layouts, strings, and graphics. Every aspect of the application lifecycle and activity is overseen by an 

activity manager. A location manager determines a user's geographical coordinates. The package manager provides 

information about the packages available on the device. The creation of screen layouts is enabled by a window manager. 

There is also a telephony manager that handles network settings on the device [46]. Various attacks can be conducted 

through this layer, including DoS, privilege escalation, and unauthorized access. Malicious apps could gain unauthorized 

access to users' data, disable device locks, or use the camera without their consent if a flaw in this layer exists. In this 

regard, Android should implement up-to-date security measures to ensure that this layer is secure [47]. As a result, 

malware that runs on Android smartphones can quickly spread to all connected IoT devices. In addition, malicious apps 

can gain unauthorized access not only to the smartphone but to any IoT devices connected to it as well [48]. In Android 

applications, developers can utilize a variety of services provided by this layer. 

• Android developers can make use of a variety of services in this layer. The nine services are as follows: 

• View system: enables applications to be designed visually appealing by using a comprehensive set of views. 

• Content provider: Providing content facilitates application-to-application data exchange. 

• Resource manager: The resource manager gives permission to secondary assets like layouts, strings, and graphics. 

• Notifications manager: allows applications to display alerts and notifications to users. 

• Activity manager: An activity manager supervises every aspect of an application's lifecycle and activity. 

• Location manager: The location manager determines a user's geographical coordinates. 

• Package manager: Information about the available packages on the device is provided by the package manager. 

• Window manager: It allows the creation of screen layouts. 

• Telephony manager: manages the network settings of the device [39, 46]. 

Various attacks can be launched using the vulnerabilities in this layer, including DoS attacks, privilege escalations, 

and unauthorized access. This layer could allow malicious apps to disable device locks, access users' data, or access the 

device camera without the user's consent. It is therefore vital that Android implements up-to-date security measures for 

this layer [47]. As an alternative, malware running on Android smartphones can quickly spread to all connected IoT 

devices. Further, malicious apps can access not only a smartphone but also any connected IoT device.  
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3.1.4. Applications Layer 

In the Android architecture, the Application Layer is the final layer. Android's Application Layer consists of various 

apps that come pre-installed with the device, including SMS clients, dialers, web browsers, and contact managers [49]. 

With the Android Application Layer, developers can create new applications and replace the preinstalled ones. IPC is 

used to share data and functionality between the applications, which run in separate, least-privilege sandboxes [50]. 

Security- and privacy-sensitive resources, such as location information or contact data, are accessed using middleware 

and application layer components of the operating system. Permissions are granted by the user to applications for 

controlling access to sensitive parts of Android. As a result, the Application Layer is susceptible to several types of 

attacks, such as privilege escalation attacks [8]. Access-granting mechanisms in this layer can be vulnerable to 

privilege escalation attacks such as Confused Deputy attacks and Collision attacks. Attacks known as Confused 

Deputy occur when malicious applications misuse other applications to transmit sensitive information, such as 

contacts, to remote servers. In order to accomplish this, the malicious app must have been granted the 

READ\_CONTACTS permission but not the INTERNET permission. When two malicious applications collide, they 

often exfiltrate data as a result of working together. Data leakage threats associated with malicious applications can 

be caused by this type of vulnerability [8, 51].  

3.2. Classification of Techniques for Detecting Attacks in Android Applications 

Two approaches can be used to identify malicious mobile apps: static analysis and dynamic analysis [52]. In static 

analysis, the code of the app is deconstructed, including strings, methods, and permissions, and malicious code and 

manifest files are searched for. In contrast, dynamic analysis detects malicious behavior in a virtualized environment 

while the app is running [53]. Hybrid analyses can also be performed [54], which combine elements of both methods. 

Table 2 shows a comparison of detection methods. 

Table 2. Comparison of detection methods 

Method Type Advantages Disadvantages 

Signature-Based 

Approach 
Static Can result in high processing speed for known programs. 

The database needs to be updated regularly, or new malware 

programs will not be detected. 

Permission-Based 

Analysis 
Static 

Ensures only necessary resources are allowed for the 

application to run and with the use of machine learning, the 

technique can achieve a high level of accuracy. 

This technique results in many undetected malware programs 

and lacks accuracy. 

Specification-Based 

Technique 
Static Can detect both known and unknown instances of malware. Difficult to specify the behaviour of the system. 

Anomaly-Based Detection Dynamic Detect unidentified malware. 
Significant resource consumption and is not reliable due to 

false alarms. 

Taint Analysis Dynamic 
Track user input and sensitive information flow and locate 

data leaks. 
Cannot track data outside the channel scope. 

Emulation-Based 

Detection 
Dynamic Effective in detecting zero-day attacks. 

Malware may detect the virtual environment and circumvent 

detection. Also, may cause malware infection if the sandbox 

or the virtual machine is not well configured. 

AspectDroid Hybrid 
Can efficiently analyze a diverse set of apps, with very 

minimal memory and CPU overhead. 
Inability to analyze native code. 

HADM Hybrid The method has high accuracy. 

HADM has high computational overhead for large datasets, 

may not be able to detect new or unknown malware, and may 

not be effective with real-world data due to scalability. 

3.2.1. Static Analysis 

Through static analysis, applications are analyzed to identify their features without having to run them on a device 

or emulator. In the absence of pattern matching, this approach can be challenging to detect malicious behavior. In static 

analysis, there are three approaches: the signature-based, the permission-based, and the specification-based approaches 

[55]. 

Signature-Based Techniques 

In the signature-based approach, unique characteristics and patterns are identified in an application and used to create 

a signature. A malicious program is flagged when its signature matches a known malware signature in the database. Due 

to the limited number of signatures in the database, this method is commonly used by commercial antimalware products. 

It is necessary to update the database regularly to detect new malware types [56]. An approach based on behavior for 

identifying malicious Android app activity has been proposed recently. Application signatures are created based on the 

behavior of an application, such as leaks of data, jailbreaking, escalation of privileges, and accessing critical permissions 

during runtime [57]. 
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Permission-Based Techniques 

Permission-based detection involves storing the requested permissions in a manifest file. The user must grant 

permission for the requested resources once the application has been installed. It is possible, however, that some of these 

resources are not essential for the application to run [58]. In this approach, permissions are examined in the application 

and verified to be required. There are, however, limitations to this method since it exclusively uses the manifest file as 

a reference. Some studies suggest combining machine learning with permission-based detection techniques to improve 

malware detection accuracy [59]. 

Specification-Based Techniques 

A specification-based approach is a variation of anomaly-based detection, which identifies normal, legitimate 

behavior within an application. With specification-based techniques, predefined rules are used to review programs for 

malicious activities, and programs that violate these rules are labeled malicious. In contrast, identifying the behavior of 

the system accurately can be difficult with specification-based techniques [60]. 

3.2.2. Dynamic Analysis 

During its execution, dynamic analysis evaluates a program in real-time. By examining the program's code rather 

than its code alone, the main goal is to identify errors while the program is in use. One of the key advantages of this 

approach is that it allows analysis of how the application behaves while it is running. Dynamic analysis requires more 

resources and therefore takes longer than static analysis. Dynamic analysis includes anomaly detection, taint detection, 

and emulation-based detection [61]. 

Anomaly-Based Detection 

By training a model to detect unidentified malware, anomaly-based detection identifies programs that exhibit 

malicious behavior. The model uses features from known malware in order to identify and classify new, unknown 

malware. A tool that uses this approach offers a thorough analysis, but it requires a significant amount of resources. 

Detecting malicious applications requires installing the program on the user's device. There is a downside to this method, 

since it may mistakenly classify legitimate programs as malware if they make a lot of system calls [62]. 

Taint Analysis 

The technique of taint analysis identifies variables that are altered as a result of user input. With TaintDroid, relevant 

data is tagged with a "taint" and the flow of this tainted data is tracked within the application. A system-wide information 

flow tracking feature is also available for Android devices. TaintDroid can detect data leaks in third-party applications 

as well as track various private information sources such as the device's webcam, geolocation, and microphone. This 

method, however, cannot track data that exits a channel and generates a network response [63]. 

Emulation-Based Detection 

An emulator creates a virtual environment where malware samples can be run to detect malware using an emulation-

based detection method. In this way, malware samples are separated from the physical resources of the device, preventing 

system infection. To prevent infection of other networked devices, it is necessary to configure secure sandboxes and 

secure virtual machines. The emulation-based detection method is effective at capturing zero-day malware and malware 

that tries to elevate privileges. In some cases, however, malware is capable of detecting the virtual environment and 

evading detection [53, 64]. 

3.3. Hybrid Analysis 

Android apps pose an increasing threat to user privacy, which has led to the need for more reliable and accessible 

analysis techniques. Using hybrid analysis, you can extract all execution paths, even for the most dangerous malware, 

through analysis of memory dumps and runtime data [65]. AspectDroid and hybrid analysis for malware detection 

(HADM) are two hybrid analysis techniques. 

3.3.1. AspectDroid 

The AspectDroid application analyzes Android apps for possible unwanted behaviors and is specifically designed 

and optimized for Android apps. This solution is flexible and efficient for detecting illicit or suspicious behavior 

regardless of Android system release or runtime [66]. By leveraging static bytecode tools, AspectDroid weaves analysis 

routines into existing applications. This allows for efficient detection of resource abuse, data flow analysis, and analytics 

of suspicious behavior [67]. 
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3.3.2. HADM 

The HADM classification method is used to classify Android malware. It converts the information from Android 

apps into vector-based representations by using 10 static and dynamic features. To determine the best approach, it 

evaluates the performance of four graph sets and 16 feature vector sets. As part of the method, advanced features derived 

from deep learning are also incorporated to increase accuracy [68, 69]. 

4. Discussion and Analysis 

In recent years, malicious actors have tried to target and infect Android operating systems with malware due to their 

widespread use. By analyzing different types of attacks targeting Android systems, researchers can gain valuable insights 

into the latest trends and vulnerabilities. Depending on the attack, any of the five layers of the Android architecture can 

be targeted: 

• Linux Layer: Linux Layer serves as an intermediary between hardware and software in Android architecture. 

Often, attackers target its components, including the device driver, runtime environment, and memory, exploiting 

vulnerabilities in the kernel and its components, including the display and keypad drivers. There are several aspects 

of this layer that attackers can target, including device drivers, boot loaders, memory, and root privileges. An 

example of an attack at this layer is unauthorized access to the kernel and the execution of malicious code to read 

and write memory without permission [70]. 

• Library Layer: This layer consists of Native C++ libraries and ART, which is a modified JVM. Typically, attackers 

target vulnerabilities in libraries written in C or C++ to exploit the code in this layer. As a result, they can access 

sensitive data, modify it, or execute arbitrary code without the user's permission. Android Runtime Environment 

includes a crucial component known as the DVM, which is a specialized version of the Java Virtual Machine. 

Malicious code can be executed in the DVM during runtime, allowing attackers to gain unauthorized access to the 

system or modify data. 

• The Application Framework Layer: it provides several services that developers can use in their applications. DoS 

attacks, privilege escalation, and unauthorized access can be launched through flaws in this layer. 

• Applications Layer: The Applications Layer is the top layer of Android architecture. Typical attacks on this layer 

include stealing sensitive data, tracking user activities, or performing other malicious actions without the user's 

knowledge. In addition to running on Android smartphones, malware can also be spread to connected IoT devices, 

allowing attackers to gain unauthorized access to them [71]. 

Three primary methods of analysis are available to protect against these attacks: dynamic analysis, static analysis, 

and hybrid analysis. A single approach cannot detect all types of attacks effectively since each method has its advantages 

and disadvantages. It is therefore possible to achieve a higher detection rate by combining two or more analysis methods. 

• A static analysis can be performed in several different ways, including using a signature-based approach, a 

permission-based approach, and a specification-based approach. By using signature-based techniques, the 

application's characteristics are compared with a database of known malware signatures. In permission-based 

techniques, the manifest file is analyzed to ensure the permissions requested by the application are necessary. In 

specification-based techniques, predefined rules are checked for violations [72]. 

• A dynamic analysis uses a variety of methods, such as anomaly-based, taint-based, and emulation-based 

detections. Machine learning algorithms are used to identify patterns indicative of malware using anomaly-based 

detection. A taint analysis identifies any suspicious or unexpected behavior within the application by tracking the 

flow of data. Using emulation-based detection, malware samples are executed in a virtual environment to observe 

their behavior and identify any malicious behavior. 

• The hybrid analysis method combines static and dynamic analysis methods. To extract all possible execution paths, 

it uses techniques such as memory dump analysis and runtime data analysis. There are several types of hybrid 

analysis techniques, such as AspectDroid and HADM [73]. 

The Android platform, however, still faces many security challenges and vulnerabilities. To increase the security 

level in the Android environment, several points should be considered, according to this study. As a first step, users 

should be vigilant and take measures to secure their systems. You should use strong passwords, avoid phishing sites, and 

refrain from sharing personal information. Also, any verification requests should be verified to ensure they are coming 

from an authenticated source. Secondly, application developers should limit the number of permissions needed by their 

applications to protect the environment. Reduced permissions, for example, can be an effective method of preventing 

privilege escalation. It is important to grant permissions only for tasks that are required by the application, thereby 

reducing the number of potential attacks [74]. The Google permission system needs to be strengthened and made more 

robust from a logical standpoint, which would require an extensive review. As a third step, developers will need to follow 

established security protocols such as SSL certificates to safeguard their data. Fourth, Android users should only 
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download applications from the Google Play Store, since apps from other sources are not verified and pose significant 

security risks. Fifth, the use of artificial intelligence and related technologies, such as pattern recognition and machine 

learning, can contribute to the improvement of security through the detection of anomalies and attacks. Based on peer 

groups, Google Play groups applications automatically, compares their features, such as permission requests, and uses 

machine learning to verify applications. In this way, machine learning-based pattern matching on the Google PlayStore 

can help to detect attacks. Machine learning can enhance security by detecting attacks on the Google PlayStore through 

pattern matching. This approach may not detect new malware with innovative strategies, such as Kernel Space Mirroring 

Attacks (KSMAs). The detection of anomalies and gathering of information about these new threats can assist in 

preventing these threats. Google can use this information to train their systems and detect these threats in the future. In 

order to develop effective attack detection tools, researchers must prioritize both accuracy and efficiency. 

To better understand the effectiveness of different security measures against Android attacks, it is crucial to compare 

the methodologies adopted in various studies. Each approach targets specific aspects of Android security, utilizing 

unique strategies to detect, analyze, and mitigate vulnerabilities. The following comparative analysis Table 3 provides 

a succinct overview of our study, "A Study of Android Security Vulnerabilities and Their Future Prospects," with those 

of two other significant research efforts: "Assessing Security through Reinforcement Learning" and "Deep Learning-

Based Attack Detection," aiming to illustrate the distinct approaches each study takes towards addressing Android 

security challenges, showcasing how different techniques contribute uniquely to the understanding and mitigation of 

vulnerabilities in Android systems. This comparison not only highlights the strengths and weaknesses of each method 

but also illustrates the diverse approaches taken to safeguard Android devices against an evolving landscape of threats.  

Table 3. The comparative studies with other studies 

Feature  
Assessing Security through 

Reinforcement Learning  

Deep Learning-Based Attack 

Detection  

A Study of Android Security Vulnerabilities 

and Their Future Prospects  

Analysis Type  Dynamic  Dynamic  Static and Dynamic  

Primary Focus  Exploiting vulnerabilities  Detecting and classifying attacks  
Understanding vulnerabilities and attacks; 

Evaluating treatment methods  

Advantages  
Can dynamically simulate 

attacks and test defenses  

Real-time behavior analysis for 

immediate detection  

Comprehensive view of system vulnerabilities; 

Assesses treatment effectiveness  

Disadvantages  Computationally intensive  May miss novel attack vectors  
Requires extensive data for analysis; May not 

provide immediate detection  

Best Use Scenario  
Security testing in lab 

environments  
Real-time system monitoring  Research and development; Policy formulation  

Integration with Android  For targeted security testing  Continuous monitoring systems  
In-depth analysis and improvement of Android 

security frameworks  

Table 3 presents a comparative analysis of three distinct studies focused on improving the security of Android 

systems. Each study employs different methodologies to tackle the complex challenges associated with Android security 

vulnerabilities.  

The first study, Assessing Security through Reinforcement Learning [19], utilizes a dynamic approach to actively 

simulate and test potential security threats in a controlled environment. This method is particularly valuable in a 

laboratory setting where security systems can be rigorously tested against simulated attacks to identify vulnerabilities 

before they are exploited in the real world. While this approach offers robust testing capabilities, it requires significant 

computational resources, making it intensive in terms of time and technology.  

The second study, Deep Learning-Based Attack Detection [22], also adopts a dynamic approach but leverages 

advanced machine learning algorithms to analyze application behaviors in real-time. This method is adept at detecting 

and classifying patterns that may indicate malicious activities, making it an excellent tool for ongoing system 

monitoring. The primary advantage of this approach is its ability to provide immediate detection, which is crucial for 

mitigating fast-acting threats. However, it may not always detect new or unknown attack vectors that haven't been 

previously learned by the model.  

Our study, A Study of Android Security Vulnerabilities and Their Future Prospects, incorporates both static and 

dynamic analyses to provide a comprehensive overview of vulnerabilities across the Android architecture. This research 

is critical for understanding the broader security landscape of Android systems, including identifying potential 

weaknesses that could be targeted by attackers. Your study also evaluates various treatment methods, offering insights 

into their effectiveness and limitations. This approach is suited for both research and development and policy 

formulation, aiming to foster a deeper understanding of security solutions and their practical applications in improving 

Android security.  

Together, these studies illustrate the range of techniques available to security researchers and practitioners in 

combating Android security vulnerabilities. Each approach has its own set of advantages and suitable use scenarios, 

highlighting the need for a multifaceted strategy when dealing with complex security challenges in Android 

environments.  
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5. Conclusion 

The Internet has become an indispensable aspect of modern life, with various operating systems and devices catering 

to this demand. One such operating system is Android, which is built on the Linux kernel and incorporates numerous 

open-source software components. Android's popularity can be attributed to its user-friendly interface and affordability. 

In this paper, we have explored the vulnerabilities and attacks that are shared across the Android architecture. Throughout 

our investigation, we have discussed various detection methods, uncovering potential shortcomings in existing 

approaches and proposing alternative strategies to address vulnerabilities more effectively in the future. Conducting an 

extensive survey was imperative to identify the challenges and attacks present within the Android architecture. It is 

important to note that Android vulnerabilities and detection techniques are constantly evolving, making it necessary to 

compare multiple detection attacks to understand the advantages and disadvantages of each method.  

To ensure the ongoing accuracy of our findings, it is crucial to conduct future surveys that can provide updated 

information on detection methods and vulnerabilities in Android. By staying up to date with emerging trends, we can 

adapt our security measures to combat new threats effectively. Additionally, we believe that machine learning can play 

a significant role in establishing connections between attack patterns and the Android architecture, ultimately enhancing 

the security of Android systems. In conclusion, this paper has shed light on the vulnerabilities and attacks present within 

the Android architecture. By exploring various detection methods and highlighting their limitations, we have laid the 

groundwork for future research to develop more robust solutions. It is our hope that through continued investigation, we 

can strengthen the security of Android systems, ensuring the safety and privacy of users in the ever-expanding digital 

landscape.  
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